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Abstract. In aspect-oriented programming, it may be distinguished between
asymmetric and symmetric implementation. Aspect-oriented design patterns
are known in their AspectJ-like, asymmetric implementation. One of their cate-
gorization is by dominating element of aspect-oriented programming—pointcut
patterns, advice patterns and inter-type declaration patterns. Scala is a pro-
gramming language which joins object-oriented and functional paradigm. De-
spite Scala is not fully aspect-oriented, it contains language mechanisms which
can implement aspect-oriented feature—advice in symmetric way. This pa-
per presents three aspect-oriented design patterns. We have demonstrated that
Cuckoo’s Egg and Director described in Coplien’s form can be implemented in
Scala. We have also described Worker Object Creation pattern in similar manner
and created an implementation in Scala.

1 Introduction

Scala1 is a multiplatform, strong static typed language that runs on Java Virtual Machine. Scala joins
object-oriented and functional programming paradigm together. It is possible to import existing Java
classes and libraries into Scala code.

In aspect-oriented programming, it may be distinguished between asymmetric and symmetric
implementation. In asymmetric approach we distinct between the base and aspects that affects this
base and base should not be aware of the aspects. AspectJ is known as asymmetric and has influenced
use of aspect-oriented programming. In symmetric approach we consider how to merge things, we
treat all elements equally. Elements are composed without explicitly denoting as aspects and base [2].
It has its importance in modeling. Scala contains some aspect-oriented features.

In section 2 we describe aspect-oriented features in Scala. In sections 3, 4 and 5 we present
three aspect-oriented design patterns and their symmetric implementation in Scala. In section 6 we
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discuss asymmetric implementation of presented design patterns. In section 8 we describe related
work and conclusion of this work is in section 9.

2 Scala and aspect-oriented programming

Despite Scala is not designed as aspect-oriented, it contains language mechanisms which exhibit
symmetric aspect-oriented features [2]. These features partly reproduce all features of aspect-oriented
programming as known in AspectJ.

The language mechanism is trait. Traits can be used as mixin(s). With mixins we can not only
define, but also provide behaviour for descendants. Traits can also define state and be combined
together.

AspectJ-like advice before, after, around can be created with idiom stackable modification [9].
Advice is implemented with special construct abstract override in extending class.

Generally, one can handle all advice on method joinpoints. However, there is no quantification
over joinpoints and pointcuts as in aspect-oriented programming [8].

Aspect-oriented design patterns are known almost exclusively in their asymmetric, AspectJ-like
implementation. Design patterns should be described in general way independent of implementation
details. One of the way is a Coplien’s form [4]—set of definitions that describe patterns in general
manner—as presented by Bálik and Vranić [1]. They implemented some aspect-oriented design
patterns in HyperJ programming language.

One of the categorization of aspect-oriented design pattern is by dominating element of the asym-
metric aspect-oriented programming—pointcut patterns, advice patterns and inter-type declaration
patterns [6].

As described above, Scala is not fully aspect-oriented. Hence we focus only on inter-type
declaration and advice patterns—Cuckoo’s Egg, Director, Worker Object Creation.

3 Cuckoo’s Egg pattern

Main use of the Cuckoo’s Egg is to capture a constructor call and instead create or provide an object
of an another type.

Bálik and Vranić [1] created a description in the Coplien’s form as follows:

Problem: Instead of an object of the original type, under certain conditions, an object of some
other type is needed.
Context: The original type may be used in various contexts. The need for the object of another type
can be determined before the instantiation takes place.
Forces: An object of some other type is needed, but the type that is going to be instantiated may not
be altered.
Solution: Make the other type subtype of the original type and provide its instance instead of the
original type instance at the moment of instantiation if the conditions for this are fulfilled.
Resulting Context: The original type remains unchanged, while it appears to give instances of
the other type under certain conditions. There may be several such types chosen for instantiation
according to the conditions.
Rationale: The other type has to be a subtype of the original type.

We used this description to a demonstration that the pattern can be implemented in Scala pro-
gramming language.

Instead of direct instantiation of an object one could use the object-oriented design pattern
Factory Method [7]. Hence we were able to implement the Cuckoo’s Egg pattern in Scala as follows
where we substitute instance of Bird with instance of Cuckoo:
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t r a i t Egg {
def h a t c h : Un i t

}

t r a i t Nest {
var eggs : L i s t [ Egg ] = N i l

def newEgg : Un i t = {
var egg = layEgg
eggs = egg : : eggs
egg . h a t c h

}

def l ayEgg : Egg
}

c l a s s BirdEgg ex tends Egg {
def h a t c h : Un i t = {

p r i n t l n ( ” b i r d ” )
}

}

c l a s s B i r d N e s t ex tends Nest {
def l ayEgg : Egg = {

new BirdEgg
}

}

c l a s s CuckooEgg ex tends Egg {
def h a t c h : Un i t = {

p r i n t l n ( ” cuckoo ” )
}

}

t r a i t Cuckoo ex tends Nest {
a b s t r a c t o v e r r i d e def l ayEgg = {

new CuckooEgg
}

}

4 Director pattern

The Director pattern defines additional roles that are enforced onto the existing types without changing
an existing implementation.

A general description of the Director pattern in the Coplien’s form by Bálik and Vranić [1]:

Problem: Additional roles have to be defined in application.
Context: A type hierarchy that defines the roles.
Forces: The application has to be extended with additional roles, but the original class hierarchy in
the source code has to remain free from these roles.
Solution: Introduce the additional roles as types and enforce their implementation by the corre-
sponding types externally.
Resulting context: The type hierarchy preserved in the source code, but extended with new roles in
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execution.
Rationale: Director provides two main benefits: the application behavior can be easily changed by
replacing a particular concern and the core functionality is less complicated.

We used the same approach as with the Cuckoo’s Egg pattern in section 3 and demonstrated a
Scala implementation of the Director pattern. The Observer object-oriented design pattern presented
by Skeel [10] exhibits the Director pattern features at the same time.

Trait SuperSensor extends a behaviour of the class Sensorwith a new functionality of notifying
attached observers, when a value on sensor changes:

t r a i t S u b j e c t [ T ] {
s e l f : T =>

p r i v a t e var o b s e r v e r s : L i s t [ T => Uni t ] = N i l

def s u b s c r i b e ( obs : T => Uni t ) : Un i t =
o b s e r v e r s = obs : : o b s e r v e r s

def u n s u b s c r i b e ( obs : T => Uni t ) : Un i t =
o b s e r v e r s = o b s e r v e r s f i l t e r ( != obs )

def p u b l i s h = f o r ( obs <− o b s e r v e r s ) obs ( t h i s )
}

c l a s s Se ns o r ( v a l l a b e l : S t r i n g ){
var v a l u e : Double =

def changeValue ( v : Double ) =
v a l u e = v

}

c l a s s D i s p l a y ( v a l l a b e l : S t r i n g ) {
def n o t i f y ( s : S en so r ) =

p r i n t l n ( l a b e l + ” ” + s . l a b e l + ” ” + s . v a l u e )
}

t r a i t S u p e r S e n s o r ex tends Se ns o r with S u b j e c t [ S en so r ] {
o v e r r i d e def changeValue ( v : Double ) = {

super . changeValue ( v )
p u b l i s h

}
}

5 Worker Object Creation pattern

The Worker Object Creation pattern delays executing (mostly time-consuming) methods with a
worker object without interfering main thread of an application.

We created a description in the Coplien’s form as follows:

Problem: Delaying execution of some method out of main application thread.
Context: Order and time of an execution of some methods is not important.
Forces: Delayed execution of a method runs later.
Solution: Create an worker object and encapsulate a method and delay its execution later.
Resulting context: Methods calls are preserved, but executed later.
Rationale: Particular method calls must be out of main application thread. Worker objects can be
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passed to an other context.

c l a s s L a t e r {
def d o L a t e r : Un i t =

p r i n t l n ( ” method e x e c u t i o n ” )
}

import j a v a . awt . EventQueue

t r a i t WorkerObjec t ex tends L a t e r {
a b s t r a c t o v e r r i d e def d o L a t e r = {

def p r o c e e d = super . d o L a t e r

v a l worker = new Runnable ( ) {
def run ( ) {

Thread . s l e e p ( 5 0 0 0 ) ;
p r i n t l n ( ” l a t e e x e c u t i o n ” )
p r o c e e d ( )

}
}

EventQueue . i n v o k e L a t e r ( worker )
}

}

6 Asymmetric implementation of design patterns

As mentioned above in asymmetric approach we distinct between base and aspects that affects base
functionality and base should not be aware of the aspects. In AspectJ poincuts are used.

In Scala there is no general quantification over joinpoints, specially pointcuts definition. Spiewak
and Zhao [11] introduced an experimental framework that supports pointcuts declaration. This
framework uses its own Domain Specific Languages and Proxy Methods. Scala AOP framework
uses non-transparent mechanism for method interception and every captured class method requires a
call to a singleton delegate. Delegate function accepts a functional which represents original method
body. Poincuts can capture types and names of methods and they have access to a context of instance
variables and match execution a within in AspectJ programming language. Before and after-like
advice functionality is supported.

As consequence that the framework lacks around-like advice we are not able to implement two
of presented design pattern because both Cuckoo’s Egg [7] and Worker Object Creation [5] require
replacing original method execution in their original AspectJ-like implementation.

7 Discussion

An asymmetric implementation of design patterns has been developed first in AspectJ by Laddad [5]
and Miles [7].

We used the same description without any modification and sustained with the implementation
in Scala language. Although our description of the Worker Object Creation has not been sustained,
the provided implementation of two design patterns advances the Coplien’s form as the general
description of the design patterns independent of the symmetric or the asymmetric view of the
aspect-oriented programming.
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8 Related work

In the section 3 we described the implementation of the Cuckoo’s Egg pattern that uses the Factory
Method pattern and in the section 4 Scala implementation of the object-oriented Observer pattern
exhibits Director aspect-oriented design pattern. Bača and Vranić [3] show that there is a correlation
between object-oriented and aspect-oriented design patterns. The Director pattern can substitute
many patterns, indicating Prototype pattern. The Worker Object Creation substitutes Proxy pattern
and the Cuckoo’s Egg replaces Abstract Factory, Singleton and Flyweight.

9 Conclusion and future work

Scala is a modern programming language which joins object-oriented and functional paradigm that
become more popular in business. The same holds for the aspect-oriented programming with main
language AspectJ. Aspect-oriented design patterns are known almost exclusively in their asymmetric,
AspectJ-like implementation. Design patterns should be described in the general way.

This paper presented three aspect-oriented design patterns—Cuckoo’s Egg, Director and Worker
Object Creation. The Cuckoo’s Egg and the Director are described in the Coplien’s form as presented
by Bálik and Vranić [1]. We used the same description without any modification and sustained with
the implementation in Scala language. We also described and provided the implementation of the
Worker Object Creation pattern in the similar manner.

A future work could focus on a description of another aspect-oriented design patterns and
an implementation in Scala also with the framework. An extension of the framework is another
interesting study for the future work.
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[2] Bálik, J., Vranić, V.: Symmetric Aspect-orientation: Some Practical Consequences. In: Pro-
ceedings of the 2012 Workshop on Next Generation Modularity Approaches for Requirements
and Architecture. NEMARA ’12, New York, NY, USA, ACM, 2012, pp. 7–12.
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